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# ЦЕЛЬ РАБОТЫ И ЗАДАНИЕ

***Цель работы:*** ознакомиться с базовыми средствами языка C#.

***Постановка задания:***

1. Реализовать связный список (без использования стандартных коллекций/LINQ, кроме IEnumerable) со следующими операциями: создание, удаление, добавление произвольных элементов, реверс списка.
2. Реализовать бинарное дерево (без использования стандартных деревьев) со следующими операциями: поиск элемента, удаление элемента.
3. Реализовать сортировку вставками (без использования метода OrderBy()).

# ХОД РАБОТЫ

## Связный список

Связный список представляет набор связанных узлов, каждый из которых хранит собственно данные и ссылку на следующий узел.

Реализация представлена в приложении к отчёту.

Рассмотрим работу реализованной программы. Выполним операции в следующем порядке:

1. Добавляем элементы.
2. Выводим элементы.
3. Выводим количество элементов.
4. Удаляем элемент и выводим оставшиеся элементы.
5. Выводим количество элементов.
6. Добавляем элемент в начало и выводим элементы.
7. Выводим количество элементов.
8. Реверсируем список и выводим элементы.
9. Выводим количество элементов.
10. Очищаем список и выводим количество элементов.

Результат представлен на рисунке 1.
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Рисунок . Работа связного списка

## Бинарное дерево

Бинарное дерево – это динамическая структура данных, представляющая собой дерево, в котором каждая вершина имеет не более двух потомков. Таким образом, бинарное дерево состоит из элементов, каждый из которых содержит информационное поле и не более двух ссылок на различные бинарные поддеревья.

Реализация представлена в приложении к отчёту.

Рассмотрим работу реализованной программы:

1. Введём в следующем порядке числа: 5, 2, 3, 1, 6, 7. Попробуем найти элемент «6» (рисунок 2).
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Рисунок 2. Бинарное дерево: поиск элемента

1. Выведем элементы с помощью прямого (pre-order) обхода (рисунок 3).
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Рисунок 3. Бинарное дерево: прямой (pre-order) обход

1. Выведем элементы с помощью симметричного (in-order) обхода (рисунок 4).
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Рисунок 4. Бинарное дерево: симметричный (in-order) обход

1. Выведем элементы с помощью обратного (post-order) обхода (рисунок 5).
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Рисунок 5. Бинарное дерево: обратный (post-order) обход

1. Удалим элемент «7» и выведем оставшиеся элементы с помощью симметричного обхода (рисунок 6).
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Рисунок 6. Бинарное дерево: удаление элемента и вывод оставшихся симметричным обходом

## Сортировка вставками

Сортировка вставками — это алгоритм сортировки массивов, в котором на каждой итерации первый элемент неупорядоченной последовательности помещается в подходящее место среди последовательности ранее упорядоченных элементов.

Реализация представлена в приложении к отчёту.

Рассмотрим работу реализованной программы. Введём в следующем порядке числа: 4, 11, 8, 1, 0, 2, 3, 9, 7. Результат представлен на рисунке 7.

![](data:image/png;base64,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)

Рисунок 7. Сортировка вставками

# ВЫВОДЫ

В результате выполнения данной лабораторной работы были изучены базовые средства языка C#.

# ПРИЛОЖЕНИЕ

## Связный список

/\*\*

\* Дисциплина: Основы разработки корпоративных приложений на платформе .NET

\* Тема: Тестовое задание #1 - Связный список (без стандартных коллекций и LINQ).

\* Разработал: Белоусов Евгений

\* Группа: 6305

\*/

using System;

using System.Collections;

using System.Collections.Generic;

namespace TestLinkedList

{

/// <summary>

/// Класс элемента связного списка.

/// </summary>

/// <remarks>

/// Каждый объект класса содержит некоторую информацию

/// и ссылку на следующий элемент списка.

/// </remarks>

public class Node<T>

{

public T Data { get; }

public Node<T> Next { get; set; }

public Node(T data)

{

Data = data;

}

}

/// <summary>

/// Класс односвязного списка.

/// </summary>

/// <remarks>

/// Класс реализует интерфейс IEnumerable.

/// В каждом объекте сохраняются ссылки на начало и конец списка,

/// а также учитывается количество содержащихся элементов.

/// Реализуются типовые действия со связным списком:

/// - добавление произвольных данных (в начало и в конец);

/// - удаление произвольных данных (при первом их вхождении);

/// - реверс списка.

/// </remarks>

public class LinkedList<T> : IEnumerable<T>

{

private Node<T> \_head;

private Node<T> \_tail;

private int \_count;

/// <summary>

/// Добавить данные в конец связного списка.

/// </summary>

/// <param name="data"> Произвольные данные. </param>

public void Add(T data)

{

if (data == null)

throw new ArgumentNullException(nameof(data));

var node = new Node<T>(data);

if (\_head == null)

\_head = node;

else

\_tail.Next = node;

\_tail = node;

\_count++;

}

/// <summary>

/// Добавить данные в начало связного списка.

/// </summary>

/// <param name="data"> Произвольные данные. </param>

public void AddFirst(T data)

{

var node = new Node<T>(data);

node.Next = \_head;

\_head = node;

if (IsEmpty)

\_tail = \_head;

\_count++;

}

/// <summary>

/// Удалить данные из связного списка.

/// </summary>

/// <remarks>

/// Удаляется первое вхождение данных.

/// </remarks>

/// <param name="data"> Произвольные данные. </param>

public bool Remove(T data)

{

Node<T> current = \_head;

Node<T> previous = null;

while (current != null)

{

if (data != null && current.Data.Equals(data))

{

if (previous != null)

{

previous.Next = current.Next;

if (current.Next == null)

\_tail = previous;

}

else

{

\_head = \_head.Next;

if (\_head == null)

\_tail = null;

}

\_count--;

return true;

}

previous = current;

current = current.Next;

}

return false;

}

/// <summary>

/// Реверсировать список.

/// </summary>

public void Reverse()

{

Node<T> current = \_head;

Node<T> previous = null;

Node<T> next;

while (current != null)

{

next = current.Next;

if (previous != null)

{

current.Next = previous;

}

else

{

current.Next = \_tail.Next;

\_tail = current;

}

previous = current;

current = next;

}

\_head = previous;

}

/// <summary>

/// Очистить список полностью.

/// </summary>

public void Clear()

{

\_head = null;

\_tail = null;

\_count = 0;

}

/// <summary>

/// Свойство, предназначенное для проверки наличия в списке элементов.

/// </summary>

public bool IsEmpty => \_count == 0;

/// <summary>

/// Свойство, предназначенное для получения количества элементов,

/// содержащихся в списке.

/// </summary>

public int Count => \_count;

/// <summary>

/// Вернуть перечислитель, выполняющий перебор всех элементов в связном списке.

/// </summary>

/// <remarks>

/// Реализация интерфейса IEnumerable.

/// </remarks>

/// <returns> Возвращает перечислитель. </returns>

public IEnumerator<T> GetEnumerator()

{

var current = \_head;

while (current != null)

{

yield return current.Data;

current = current.Next;

}

}

/// <summary>

/// Вернуть перечислитель, осуществляющий итерационный переход по связному списку.

/// </summary>

/// <remarks>

/// Реализация интерфейса IEnumerable.

/// </remarks>

/// <returns> Объект IEnumerator. </returns>

IEnumerator IEnumerable.GetEnumerator()

{

return (this as IEnumerable).GetEnumerator();

}

}

public static class Program

{

/// <summary>

/// Точка входа программы.

/// </summary>

/// <param name="args"> Список аргументов командной строки.</param>

public static void Main(string[] args)

{

var linkedList = new LinkedList<string>();

// добавляем элементы

linkedList.Add("Евгений");

linkedList.Add("Александр");

linkedList.Add("Илья");

linkedList.Add("Егор");

// выводим элементы

foreach(var item in linkedList)

Console.WriteLine(item);

// выводим количество элементов

Console.WriteLine(linkedList.Count);

// удаляем элемент и выводим оставшиеся элементы

linkedList.Remove("Евгений");

foreach (var item in linkedList)

Console.WriteLine(item);

// выводим количество элементов

Console.WriteLine(linkedList.Count);

// добавляем элемент в начало и выводим элементы

linkedList.AddFirst("Гога");

foreach(var item in linkedList)

Console.WriteLine(item);

// выводим количество элементов

Console.WriteLine(linkedList.Count);

// реверсируем список и выводим элементы

linkedList.Reverse();

foreach(var item in linkedList)

Console.WriteLine(item);

// выводим количество элементов

Console.WriteLine(linkedList.Count);

// очищаем список и выводим количество элементов

linkedList.Clear();

Console.WriteLine(linkedList.Count);

}

}

}

## Бинарное дерево

/\*\*

\* Дисциплина: Основы разработки корпоративных приложений на платформе .NET

\* Тема: Тестовое задание #2 - Бинарное дерево (без стандартных деревьев)

\* Разработал: Белоусов Евгений

\* Группа: 6305

\*/

using System;

namespace TestBinaryTree

{

public class Node

{

public int Value;

public Node Left;

public Node Right;

}

public class BinaryTree

{

private Node \_root;

public BinaryTree()

{

\_root = null;

}

public void InsertNode(int key)

{

if (\_root != null)

InsertNode(key, \_root);

else

\_root = new Node

{

Value = key,

Left = null,

Right = null

};

}

private void InsertNode(int key, Node leaf)

{

if (leaf == null)

throw new ArgumentNullException(nameof(leaf));

while (true)

{

if (key < leaf.Value)

{

if (leaf.Left != null)

{

leaf = leaf.Left;

continue;

}

leaf.Left = new Node

{

Value = key,

Left = null,

Right = null

};

}

else if (key >= leaf.Value)

{

if (leaf.Right != null)

{

leaf = leaf.Right;

continue;

}

leaf.Right = new Node

{

Value = key,

Right = null,

Left = null

};

}

break;

}

}

public Node SearchNode(int key)

{

return SearchNode(key, \_root);

}

private static Node SearchNode(int key, Node leaf)

{

while (true)

{

if (leaf != null)

{

if (key == leaf.Value)

return leaf;

leaf = key < leaf.Value ? leaf.Left : leaf.Right;

}

else

{

return null;

}

}

}

public void RemoveNode(int key)

{

RemoveNode(\_root, SearchNode(key, \_root));

}

private static Node RemoveNode(Node root, Node removableNode)

{

if (root == null)

return null;

if (removableNode.Value < root.Value)

root.Left = RemoveNode(root.Left, removableNode);

if (removableNode.Value > root.Value)

root.Right = RemoveNode(root.Right, removableNode);

if (removableNode.Value != root.Value)

return root;

switch (root.Left)

{

case null when root.Right == null:

{

return null;

}

case null:

{

root = root.Right;

break;

}

default:

{

if (root.Right == null)

{

root = root.Left;

}

else

{

var minimalNode = GetMinimalNode(root.Right);

root.Value = minimalNode.Value;

root.Right = RemoveNode(root.Right, minimalNode);

}

break;

}

}

return root;

}

private static Node GetMinimalNode(Node currentNode)

{

while (currentNode?.Left != null)

currentNode = currentNode.Left;

return currentNode;

}

public void PreOrderTravers()

{

PreOrderTravers(\_root);

Console.WriteLine("");

}

private static void PreOrderTravers(Node leaf)

{

while (true)

{

if (leaf == null)

return;

Console.WriteLine("{0}", leaf.Value);

PreOrderTravers(leaf.Left);

leaf = leaf.Right;

}

}

public void InOrderTravers()

{

InOrderTravers(\_root);

Console.WriteLine("");

}

private static void InOrderTravers(Node leaf)

{

while (true)

{

if (leaf != null)

{

InOrderTravers(leaf.Left);

Console.WriteLine("{0}", leaf.Value);

leaf = leaf.Right;

continue;

}

break;

}

}

public void PostOrderTravers()

{

PostOrderTravers(\_root);

Console.WriteLine("");

}

private static void PostOrderTravers(Node leaf)

{

if (leaf == null)

return;

PostOrderTravers(leaf.Left);

PostOrderTravers(leaf.Right);

Console.WriteLine("{0}", leaf.Value);

}

}

public class Program

{

public static void Main(string[] args)

{

var tree = new BinaryTree();

while (true)

{

Console.WriteLine("What you going to do?");

Console.WriteLine("Enter the number:");

Console.WriteLine("1 - Insert;");

Console.WriteLine("2 - Remove;");

Console.WriteLine("3 - Search;");

Console.WriteLine("4 - Pre-order travers;");

Console.WriteLine("5 - In order travers;");

Console.WriteLine("6 - Post-order travers;");

Console.WriteLine("0 - Exit.");

var data = "";

switch (Convert.ToInt32(Console.ReadLine()))

{

case 1:

Console.WriteLine("Enter the data:");

data = Console.ReadLine();

tree.InsertNode(Convert.ToInt32(data));

break;

case 2:

Console.WriteLine("Enter the data:");

data = Console.ReadLine();

tree.RemoveNode(Convert.ToInt32(data));

break;

case 3:

Console.WriteLine("Enter the data:");

data = Console.ReadLine();

var temp = tree.SearchNode(Convert.ToInt32(data));

Console.WriteLine(temp != null ? "Found!" : "Not found!");

break;

case 4:

tree.PreOrderTravers();

break;

case 5:

tree.InOrderTravers();

break;

case 6:

tree.PostOrderTravers();

break;

case 0:

return;

default:

Console.WriteLine("Pick the correct number!");

break;

}

}

}

}

}

## Сортировка вставками

/\*\*

\* Дисциплина: Основы разработки корпоративных приложений на платформе .NET

\* Тема: Тестовое задание #3 - Сортировка вставками (без .OrderBy())

\* Разработал: Белоусов Евгений

\* Группа: 6305

\*/

using System;

namespace TestInsertionSort

{

public static class Program

{

/// <summary>

/// Метод сортирует массив целочисленных значений при помощи вставок.

/// </summary>

/// <param name="array"> Неотсортированный массив целочисленных значений.</param>

/// <returns>

/// Возвращает отсортированный по возрастанию массив целочисленных значений.

/// </returns>

private static int[] InsertionSort(int[] array)

{

for (var index = 1; index < array.Length; index++)

{

var key = array[index];

var indexOfSorted = index;

while (indexOfSorted > 0 && array[indexOfSorted - 1] > key)

{

Swap(ref array[indexOfSorted - 1], ref array[indexOfSorted]);

indexOfSorted--;

}

array[indexOfSorted] = key;

}

return array;

}

/// <summary>

/// Метод меняет значения двух целочисленных переменных между собой.

/// </summary>

/// <remarks>

/// Переменные передаются в метод по ссылке.

/// </remarks>

/// <param name="valueA"> Первая целочисленная переменная.</param>

/// <param name="valueB"> Вторая целочисленная переменная.</param>

private static void Swap(ref int valueA, ref int valueB)

{

var temp = valueA;

valueA = valueB;

valueB = temp;

}

/// <summary>

/// Точка входа программы.

/// </summary>

/// <param name="args"> Список аргументов командной строки.</param>

public static void Main(string[] args)

{

Console.Write("Please, enter the values: ");

var values = Console.ReadLine()?.Split(new[] { " ", ","},

StringSplitOptions.RemoveEmptyEntries);

var array = new int[values.Length];

for (var index = 0; index < values.Length; index++)

array[index] = Convert.ToInt32(values[index]);

Console.WriteLine("Sorted by insertions: {0}", string.Join(" ", InsertionSort(array)));

}

}

}